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1. Introduction 

 
The safety of a software is not guaranteed through a 

simple testing of the software. The testing reviews only 

the static functions of a software. The behavior, 

dynamic state of a software is not reviewed by a 

software testing.  

The Ariane5 rocket accident[7] and the failure of the 

Virtual Case File Project[8] are determined by a 

software fault. Although this software was tested 

thoroughly, the potential errors existed internally. 

There are a lot of methods to solve these problems. One 

of the methods is a formal methodology. It describes the 

software requirements as a formal specification during a 

software life cycle and verifies a specified design. 

 This paper suggests the methods which verify the 

design to be described as a formal specification. We 

adapt these methods to the software of a ESF-CCS 

(Engineered Safety Features-Component Control 

System) and use the SCADE (Safety Critical 

Application Development Environment) tool for 

adopting the suggested verification methods. 

 

2. The interface of the ESF-CCS software 

 

ESF-CCS is a system which operates Engineered 

Safety Features System Components after receiving an 

initial signal of a ESF from a Plant Power System (PPS) 

and Radiation Monitoring System (RMS)[5]. Also, it 

performs control functions of every safety related 

component including the component related to a ESF-

CCS. ESF-CCS consists of a Group Controller (GC), 

Loop Controller (LC), ESF-CCS Test and Interface 

Processor (ETIP), Cabinet Operator Module (COM), 

Communication Device and a Man-Machine Interface 

(MMI) Component. Figure1 shows the interface of the 

ESF-CCS software. 

 
[Figure 1] The interface of ESF-CCS software 

3. The verification methods for the ESF-CCS 

 

ESF-CCS defines the software behavior with the models 

which are described in the Software Requirement 

Specification and the Software Design Specification. 

We will perform a verification about these models to 

confirm whether these software behaviors are operated 

exactly or not. 

The verification about a software is tired through a 

three-stage process as a Model Semantics, Simulation, 

and Formal Verification about software models. The 

three-stage process is as follows: 

 

1) Model Semantics 

 

Specified models are thoroughly checked before a 

simulation code or target code is generated. The syntax 

checking, semantic checking, and cycle detection are 

performed to review the model semantics. 

 

� Syntax checking 

Syntax checking evaluates whether the model is 

syntactically correct with respect to the graphical and 

textual formalism used in the Language. 

 

� Semantic checking 

Semantic checking determines whether the model 

conforms to the Language semantics. For instance, the 

model topology must be consistent, with no orphan 

states or missing connections. 

 

� Cycle detection 

When designing the State of a software, although we 

may create a model that is syntactically correct, it may 

nevertheless be inconsistent. When this happens, 

because of the instantaneous emission of signals, the 

concurrent presence of signals may end up in algebraic 

loops. In this case, we will have to modify our design 

when such cycles are detected. 

 

2) Model Simulation 

 

Simulation is one of the most common methods of a 

verification used since the 1960s[6]. 

We use a simulation to run interactive sessions to 

dynamically check a model. It grasps whether the 

software is operated normally and then creates the 

expected outputs or not. 

 

3) Formal Verification 
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Formal verification is a systematic process of ensuring, 

through exhaustive algorithmic techniques, that a design 

implementation satisfies the requirements of its 

specification. By using a formal verification method, all 

possible executions of the design are mathematically 

analyzed without the need to develop simulation input 

stimulus or tests. 

 

 
 

4. SCADE Tool 

 

We performed the suggested verification methods with 

the SCADE (Safety Critical Application Development 

Environment) tool. SCADE Tool was developed by the 

Esterel-technology Corporation. It is an integrated 

development environment for developing a safety 

critical embedded software[9]. 

The SCADE uses the Lustre language graphically and 

supports Safe State Machine (SSM) to present control 

flow. It also supports a syntax checking, semantic 

checking, and cycle detection function and it can do a 

simulation. The design verifier in SCADE can verify the 

behavior of software models. Figure2 shows the editor 

and simulator of the SCADE. 

 

 

 
[Figure 2] The SCADE tool 

5. Conclusion 

 

ESF-CCS is an engineered safety system which is used 

in a safety system of a plant power system and is being 

developed through a software lifecycle process. To 

represent the functions and behaviors of a software, a 

model specification language is used for a software 

requirement specification, software design specification. 

We tried to do a model verification to confirm whether 

the software has a safety feature and a reliability or not.  

We suggested 3-stage process to do a verification about 

the software models and tried to utilize these methods 

with the SCADE tool. The 3-stage processes consist of a 

model semantic, simulation and a formal verification. A 

model semantic checks a syntax and semantic of a 

specified model. A simulation checks the functions of a 

model dynamically. A formal verification analyzes an 

abnormal state of a software model after checking its 

behaviors.  

The verification of the 3-stage process guarantees that 

the software model is implemented exactly and is 

operated errorlessly.  
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